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**מחלקת AVLTree**

**empty() - O(1) -** ניגשת ישירות לשדה root של העץ ומחזירה ערך בוליאני בהתאם לתוכנו.

**search - O(log(n)) -** מבצעת חיפוש בינארי בעץ. כל קריאה רקורסיבית נוספת לפונקציה מורידה אותנו רמה בעץ ולכן יהיו לכל היותר log(n) קריאות, כגובה העץ. לפני כל קריאה אנחנו מאתחלים עץ חדש במספר קבוע של פעולות. בכל קריאה לפונקציה ישנו מספר פעולות בוליאניות מקסימאלי קבוע עד לקריאה הבאה.  
\*במידה והמפתח לא נמצא, אנחנו מעדכנים את הנקודה האחרונה אליה הגענו. זאת לטובת פעולת הכנסה עתידית אשר משתמשת בחיפוש. במידה ולא קיים ערך הזהה לערך שאנחנו רוצים להכניס (כלומר פעולת החיפוש השיבה ריקם), אנו נעדכן בעץ המקורי את המיקום הרלוונטי אליו אמור להיכנס הערך החדש.

**insert - O(log(n)) –** מבצעת הכנסה של צומת לעץ בהינתן ערכו ומפתחו.  
הפונקציה מחזירה את מס' פעולות האיזון שנדרשו על מנת לאזן את העץ לאחר ההכנסה.  
אם העץ ריק היא מבצעת הכנסה ראשונה של הצומת בתור שורש העץ. אחרת היא קוראת לפונקציה search כדי ראשית לבדוק אם האיבר שרוצים להכניס כבר קיים בעץ, אם קיים היא תחזיר 1-. ושנית, במהלך הsearch שמרנו מצביע (searchNodePointer) למקום ההכנסה הרלוונטי במידה והמפתח שמחפשים לא נמצא בעץ (ראו הערה באנליזת search).  
ההכנסה מתבצעת ומגדילים את שדה הsize של העץ ב1. לאחר מכן יש מספר בדיקות בוליאניות על מנת לסווג למקרים השונים שלמדנו שיכולים להיווצר בעת הכנסת צומת לעץ, ובהתאם לכך אנו מטפלים בכל מקרה לסוגו מבחינת ניתוק ויצירת קשרים בין צמתים ועדכון דרגות בהתאם כמובן. הפונקציה מבצעת בכל אחד מהמקרים קריאה לפונקציית העזר heightCheckInsert על מנת שזו תבדוק אם יש צורך בגלגולים או העלאות בדרגה, וגם כדי שהיא תעדכן את המונה של פעולות האיזון הנדרשות שinsert צריכה להחזיר. במידת הצורך הפונקציה עולה במעלה העץ כדי לתקן דרגות של צמתים שדרגות בניהם שונו ובכך הופרה תקינותם.  
הקריאה לsearch מתבצעת בסיבוכיות O(logn) אבל זו קריאה בודדת שמחברים לסיבוכיות הכוללת.  
בנוסף יש מספר פעולות בוליאניות כדי לסווג למקרים השונים המתבצעות בזמן קבוע ומס' קבוע של פעולות עדכון שדות הצמתים הרלוונטיים להכנסה, וקריאה ל heightCheckInsert הפועלת בזמן קבוע גם כן. לבסוף הפונקציה עולה במעלה העץ רק על המסלול מן הצומת שהוכנס עד השורש כדי לעדכן דרגות ולבדק תקינות צמתים, מסלול זה באורך log(n) כגובה העץ.  
סה"כ נקבל שסיבוכיות זמן הריצה היא O(log(n)).

**delete - O(log(n)) –** בהינתן צומת עם מפתח k הפונקציה קוראת לsearch ומוחקת צומת זה מהעץ אם קיים (שוב בעזרת שימוש במצביע searchNodePointer), אם לא קיים היא תחזיר 1-. בנוסף הפונקציה מחזירה את מספר פעולות האיזון שנדרשו על מנת לאזן את העץ לאחר מחיקת הצומת ממנו.  
הפונקציה מבצעת מס' פעולות בוליאניות על מנת לסווג למקרים השונים (אם הצומת אונארי או עלה, או אם הצומת הוא צומת פנימי) שלמדנו שיכולים להיווצר בעץ בעת מחיקת צומת, בהתאם מתבצע טיפול בכל מקרה ע"י יצירה וניתוק קשתות בין הצמתים הרלוונטיים ועדכון דרגותיהם.  
בכל אחד מהמקרים מתבצעת קריאה ל heightCheckDelete כדי שהיא תבדוק אם יש צורך בגלגולים או הורדות בדרגה וגם לצורך עדכון מונה פעולות האיזון שמתבצעות.  
לאחר מכן הפונקציה עולה במעלה העץ ומתקנת דרגות של צמתים שתקינותם הופרה.  
במקרה שמחקנו צומת פנימי מתבצעת החלפה שלו עם האיבר הקודם לו בעזרת קריאה לפונקציה getPredecessor. כמובן שגם לאחר המחיקה שדה הsize קטן ב1.  
לבסוף הפונקציה מחזירה את המונה שספר את מספר פעולות האיזון שנדרשו.  
מבחינת סיבוכיות מתבצעת קריאה אחת לsearch שמתבצעת בסיבוכיות O(logn), מתבצעות מס' פעולות בוליאניות בזמן קבוע ומס' קבוע של פעולות עדכון שדות של הצמתים הרלוונטיים למחיקה, קריאה ל getPredecessor בסיבוכיות O(logn) כדי למצוא את האיבר הקודם לצומת שאנו רוצים למחוק, ובנוסף לכל אלה הפונקציה עולה במעלה העץ ומבצעת קריאות ל heightCheckDelete הפועלת בזמן קבוע כדי לבדוק אם יש צורך בפעולות איזון ואם כן אז הפונקציה מבצעת פעולות אלו. במידה ויש פעולות איזון עד השורש, נעלה בעץ מרחק שגודלו כגובה העץ log(n) .   
סה"כ נקבל שיש מספר פעולות בלתי תלויות שכל אחת בסיבוכיות O(logn) ולכן הסיבוכיות הכוללת תהא O(log(n)).

**min - O(log(n)) –** יורדת עד לקצה השמאלי של העץ עד למציאת האיבר המינימלי ומחזירה את הערך (info) שלו. מבצעת מספר קריאות רקורסיביות כגובה העץ ובכל קריאה מבצעת מספר קבוע של פעולות. כפי שנלמד בכיתה, גובהו של עץ AVL חסום ע"י log(n) ולכן ישנן לכל היותר log(n) קריאות לפונקציה.

**Max - O(log(n)) –** ראו אנליזה עבור פונקציית **min**. באופן דומה כאן יורדים עד לקצה הימני של העץ למציאת האיבר המקסימלי.

**keysToArray – O(n) –** מחזירה מערך ממוין לפי המפתחות של הצמתים בעץ.   
הפונקציה יורדת לפינה השמאלית בעץ עד לאיבר המינימלי, לאחר מכן קוראת ל getSuccessor n פעמים, ולבסוף מכניסה את מפתחות הצמתים למערך לפי סדר ממוין (כתוצאה מהקריאה ל getSuccessor).  
נשים לב כי אנו עוברים על כל קשת בעץ לכל היותר פעמיים במהלך ביצוע פעולות אלו לצורך המיון בעזרת getSuccessor ולכן סך הפעולות יהיה .

**infoToArray - O(n) –** פועלת באופן דומה לkeysToArray כאשר השוני היחיד הוא בכך שהיא מחזירה במערך את הערך (info) של הצמתים.

**size - O(1) –** ניגשת ישירות לשדה size של העץ ומחזירה אותו (מס' האיברים בעץ). בכל פעולת הכנסה/מחיקת צומת מהעץ דאגנו לעדכן את השדה ולכן מדובר בסיבוכיות O(1).

**getRoot - O(1) –** ניגשת ישירות לשדה root של העץ ומחזירה אותו.

**split - O(log(n)) –** בהינתן צומת הנמצא בעץ בעל מפתח x הפונקציה מפצלת את העץ לשני תתי עצים כאשר האחד הוא בעל המפתחות הקטנים מx והשני בעל מפתחות הגדולים מ x.   
ראשית הפונקציה מבצעת קריאה לsearch כדי למצוא את x . לאחר מכן היא יוצרת משני בניו (שורשים) שני תתי עצים ומנתקת את הקשרים של x תוך שמירה על אבא שלו. לאחר מכן מתבצע תהליך הספליט על פי מה שנלמד בהרצאה, בכל שלב מתבצעת בדיקה אם הצומת המוצבע קטן מבנו או גדול ממנו ובהתאם מבצעים join עם תת העץ הרלוונטי. לבסוף מוודאים שלשני השורשים של תתי העצים שנוצרו אין הורים ושני העצים מוחזרים.  
מבחינת סיבוכיות מתבצע חיפוש בעלות O(logn), לאחר מכן מתבצע תהליך הספליט שכמו שראינו בהרצאה עלותו גם O(logn), אמנם מתבצעות פעולות join במהלך התהליך אך כפי שראינו בבהרצאה מכיוון שעלות כל join היא הפרש גבהי תתי העצים שמחברים, מתקבל בסה"כ שעלות ביצוע הספליט היא O(logn). מעבר לכך שינוי שדות על מנת לבצע חיבור וניתוק קשתות מתבצע בזמן קבוע ויחד עם ביצוע הsearch יוצא שהסיבוכיות הכוללת היא O(logn).

**Join - O(log(n)) –** בהינתן צומת x ועץ t שכל מפתחותיו קטנים או גדולים מכל המפתחות בעת הנוכחי שלנו, הפונקציה מחברת אותם לכדי עץ אחד.  
ראשית מתבצעות מס' בדיקות של מקרי קצה בהם אחד מהעצים ריק. אם שניהם ריקים מחזירה 0 ואם רק אחד ריק מתבצע insert של x לעץ שאינו ריק ומוחזר גובה העץ הלא ריק + 1 .   
לאחר מכן מתבצעות בדיקות בוליאניות כדי לגלות מי מהעצים הוא הגבוה מבין השניים ומי מהעצים הוא בעל המפתחות היותר גדולים. במידה ולשני העצים אותו גובה פשוט מחברים את שניהם לצומת x . לאחר מכן מתבצעת לולאה שמטרתה לרדת בעץ הגבוה עד לגובה של העץ הנמוך. בפעולת הjoin עצמה מתבצעים חיבור וניתוק קשתות בין הצומת x לצמתים הרלוונטיים בעץ הגבוה בהתאם למה שלמדנו בהרצאה.  
לאחר מכן מעדכנים דרגות של צמתים ושדות size . לבסוף יש לולאה שמטרתה לעלות במעלה העץ הגבוה ולקרוא ל heightCheckInsert על מנת לבדוק אם יש צורך באיזונים לעץ החדש שנוצר.  
לבסוף הפונקציה מחזירה את הפרש גבהי עצים + 1 .  
סה"כ מתבצעות מס' פעולות בוליאניות המתבצעות בזמן קבוע, מתבצעות פעולות ניתוק וחיבור קשתות בין צמתים ועדכון שדות בזמן קבוע. הקריאות ל heightCheckInsertמתבצעות בזמן קבוע גם כן ולכן סה"כ הסיבוכיות הכוללת תהא עלות הפעולות בירידה בעץ הגבוה ועוד העלייה בחזרה עד למעלה במידת הצורך אם צריך איזונים, ולכן הסיבוכיות הכוללת תהא הפרש גבהי העצים + 1. במידה ועץ אחד בעל n צמתים והעץ השני ריק הסיבוכיות הכוללת תהיה O(logn).

**מחלקת AVLNode**

**getKey – O(1)** -ניגשת לשדה key של צומת ומחזירה את ערכו.

**getValue – O(1)** - ניגשת לשדה value של צומת ומחזירה את ערכו.

**setLeft – O(1)** - ניגשת לשדה left של צומת ומעדכנת אותו.

**getLeft – O(1)** - ניגשת לשדה left של צומת ומחזירה את ערכו.

**setRight – O(1)** - ניגשת לשדה right של צומת ומעדכנת אותו.

**getRight – O(1)** - ניגשת לשדה right של צומת ומחזירה את ערכו.

**setParent – O(1)** - ניגשת לשדה parent של צומת ומעדכנת אותו.

**getParent – O(1)** - ניגשת לשדה parent של צומת ומחזירה את ערכו.

**setRealNode – O(1)** - מעדכנת צומת כצומת "אמיתי" ומעדכנת את השדות שלו.

**isRealNode – O(1)** - ניגשת לשדה rank של צומת ומחזירה ערך בוליאני בהתאם לערכו.

**setHeight – O(1)** - ניגשת לשדה rank של צומת ומעדכנת אותו (בעץ AVL rank=height).

**getHeight – O(1)** - ניגשת לשדה rank של צומת ומחזירה את ערכו (בעץ AVL rank=height).

**heightCheckInsert – O(1)** – הפונקציה בודקת האם יש צורך בגלגול או בהעלאה בדרגה של צמתים בעקבות הכנסת צומת לעץ. עבור הצומת שהוכנס היא בודקת תנאים בוליאניים לגבי ה balance factor שלו ושל בניו על מנת לסווג למקרים השונים של חוסר איזון שעלולים להיווצר כתוצאה מההכנסה.  
בהתאם לבדיקות היא מבצעת גלגול אחד או שניים (ראינו שלא ייתכנו יותר משני גלגולים בהכנסה) או שהיא מעלה בדרגה את הצמתים הרלוונטיים. במידת הצורך מתבצע מס' קבוע של קריאות רקורסיביות במעלה העץ עד ביצוע הגלגול, למקרה שיש לבצע העלאות בדרגה לצמתים שהופרה תקינותם בעקבות ההעלאה בדרגה של בנם.  
סיבוכיות הפונקציה O(1) כיוון שרק לעיתים רחוקות נצטרך לעלות במעלה העץ עד השורש (זה יקרה במצב בו מבצעים הכנסה לעץ מאוזן מלא) כדי לתקן דרגות של צמתים שבנם הועלה בדרגה.   
\* בנוסף קיים מונה שתפקידו לספור את מס' הגלגולים וההעלאות בדרגה שמתבצעים על מנת שנוכל להשתמש בכך בפונקציית insert.

**heightCheckDelete – O(1) –** פועלת בדומה ל heightCheckInsert אך עבור המקרה של מחיקת צומת מהעץ. גם כאן מתבצעות בדיקות balance factor לצורך ביצוע גלגולים או הורדה בדרגה, ותיקון של צמתים במעלה העץ.  
\*גם כאן קיים מונה שסופר גלגולים והורדות בדרגה לצורך שימוש עתידי בdelete.

**getBF – O(1)** - ניגשת לשדות rank של בניו של צומת ומחזירה את ההפרש בין הדרגות של הבן השמאלי ושל הבן הימני. עבור צומת וירטואלי מחזירה -3 (ערך שיהיה לא רלוונטי לבדיקות האיזון).

**rotateRight – O(1)** - מבצעת גלגול ימינה כפי שנלמד בהרצאה.  
הפונקציה שומרת את ה"סבא" של הצומת הרלוונטי כדי לא לנתק קשר עם שאר העץ, לאחר מכן מבצעת את כל הקישורים הרלוונטיים לצורך הגלגול, ולבסוף היא מעדכנת את שדות הrank והsize בהתאם.  
מדובר בפעולות קבועות ולכן הסיבוכיות הינה O(1).

**rotateLeft - O(1)** – מבצעת גלגול שמאלה באופן אנלוגי לחלוטין לrotateRight.

**getPredecessor – O(logn) ­–** הפונקציה מחזירה את האיבר הקודם של הצומת שהיא פועלת עליו בהתאם לדרך שלמדנו בהרצאה. אם הצומת הוא בן שמאלי, האיבר הקודם נמצא כל הדרך למעלה עד שיש הורה "שמאלי" (שהצומת הנוכחי הוא בן ימני שלו), זהו הקודם. אחרת לצומת יש בן שמאלי, ואז הפונקציה יורדת לבנו השמאלי ואז כל הדרך ימינה עד למציאת הקודם.  
מדובר במעבר על צומת אחד בכל רמה בעץ עד למציאת הצומת המבוקש ולכן הסיבוכיות של פונקציה זו היא כגובה העץ, log(n).

**getSuccesor – O(logn) ­–** הפונקציה מחזירה את האיבר העוקב של הצומת שהיא פועלת עליו בהתאם לדרך שלמדנו בהרצאה. אם הצומת הוא בן ימני, האיבר העוקב נמצא כל הדרך למעלה עד שיש הורה "ימני" (הורה שהצומת הנוכחי הוא בן שמאלי שלו), זהו העוקב. אחרת לצומת יש בן ימני, ואז הפונקציה יורדת לבנו הימני ואז כל הדרך שמאלה עד למציאת העוקב.  
מדובר במעבר על צומת אחד בכל רמה בעץ עד למציאת הצומת המבוקש ולכן הסיבוכיות של פונקציה זו היא כגובה העץ, log(n).

**setSize – O(1) –** ניגשת לשדות הsize של בניו של צומת ומחזירה את סכומם +1.

**חלק תיאורטי**

**שאלה 1**

**א.**

|  |  |  |  |  |
| --- | --- | --- | --- | --- |
| מס' סידורי i | מס' חילופים במערך ממוין הפוך | עלות החיפושים במיון AVL עבור מערך ממוין הפוך | מס' חילופים במערך מסודר אקראית | עלות החיפושים במיון AVL עבור מערך מסודר אקראית |
| 1 | 1,999,000 | 36,885 |  |  |
| 2 | 7,998,000 | 81,765 |  |  |
| 3 | 31,996,000 | 179,525 |  |  |
| 4 | 127,992,000 | 391,045 |  |  |
| 5 | 511,984,000 | 846,085 |  |  |

**הסבר סעיף א'**

**מס' חילופים במערך ממוין הפוך:**

במערך ממוין הפוך מדובר במס' חילופים מקסימלי שכן לאיבר הראשון קיימים n-1 איברים באינדקסים גדולים ממנו שקטנים ממנו, לאיבר השני n-2 איברים כאלו וכך הלאה.  
מדובר בסכום סדרה חשבונית מ1 עד n-1 שזה גם מס' האפשרויות לבחירת זוג איברים מתוך n איברים:

**עלות החיפושים במיון AVL עבור מערך ממוין הפוך:**

כתבנו תוכנית שמתחילה את ספירת פעולות החיפוש מהאיבר המקסימלי, ומחזירה את סך פעולות החיפוש המופיע בעמודה זו בטבלה בהתאם ל n.  
\* נציין כי הפעולות אשר ספרנו הן מספר הקשתות שטיילנו על פניהן ועוד הקשת האחרונה שנוצרה כתוצאה מההכנסה עצמה.

**עלות החיפושים במיון AVL עבור מערך מסודר אקראית:**

כתבנו תוכנית שבאותו אופן מתחילה את הספירה מהאיבר המקסימלי, עבור עץ שהוכנסו לו צמתים בסדר אקראי.  
בסיום 100 הרצות הכנסנו לטבלה את הערך הממוצע כאשר כל הערכים שהתקבלו נעו בטווח של 95%-105% מהערך שהכנסנו לטבלה.

**מס' חילופים במערך מסודר אקראית:**

כתבנו תוכנית שמסדרת את הצמתים במערך לפי סדר הכנסתם לעץ, כאשר התוכנית ספרה את מס' החילופים, כלומר את מס' הזוגות .  
בטבלה הכנסנו את הערך הממוצע לאחר 100 הרצות.

**ב.**

**מס' חילופים במערך ממוין הפוך – – סיבוכיות**

מכיוון שהמערך ממוין בסדר הפוך, כל זוג שנבחר יענה לקריטריון הנ"ל ולכן התוצאה שתתקבל היא מס' הזוגות האפשריים מתוך n איברים.   
\* בהסבר לסעיף א' ציינו את העובדה שמדובר בסכום סדרה חשבונית עד n-1, דבר שגם מצדיק את התשובה הנ"ל.

**עלות החיפושים במיון AVL עבור מערך ממוין הפוך -**

חסם עליון - עבור הרמה הסופית של העץ אנחנו נכניס לכל היותר איברים. כאשר הפעולה היקרה ביותר תעלה לנו (עלייה בקצה ימני תחתון של העץ עד לשורש, וירידה לקצה שמאלי תחתון של העץ). עבור רמה מעל נכניס לכל היותר איברים, כאשר ההכנסה היקרה ביותר עבורן תהא .  
ועבור כל הרמות מעל נגדיר עבור הרמה שנכניס איברים בעלות כלומר עלות נמוכה מ . ולכן יש לנו n הכנסות בעלות של לכל היותר ומכאן החסם העליון הינו .

חסם תחתון – עבור הרמה נכניס איברים בעלות ולכן נקבל רק עבור רמה זאת ולכן רק עבור כמות פעולות חלקית זו נקבל בעקבות חלוקה ב נקבל קבוע כלשהו גדול מ0, כלומר .

\*נציין כי עלות הפעולה היא בדיוק של +- 1 , ומכיוון שהחסמים גדולים מn אנחנו יודעים שלהוספה או החסרה של +-n פעולות, אין השפעה על החסם האסימפטוטי.

**ג.**

**כן.**

עבור מס' החילופים במערך ממוין הפוך, קיבלנו את התוצאה המדויקת ע"פ הנוסחה שהזנו .  
עבור עלות החיפושים במיון AVL עבור מערך ממוין הפוך, ביצענו את הטרנספורמציה הבאה על עלות החיפושים -

ויצרנו גרף בתוכנת הסטטיסטיקה R כאשר ציר הX הינו גודל הקלט וציר הY הינו הביטוי הנ"ל לאחר הטרנספורמציה.  
הוספנו גם את הגרף ללא הטרנספורמציה.  
כמו כן, קיבלנו ערך ללא הטרנפורמציה וערך עם הטרנספורמציה.  
דבר אשר מעיד על קשר לינארי חזק לאחר הטרנספורמציה, כלומר לאחר שחילקנו את עלות החיפושים ב קיבלנו קשר לינארי מובהק, ולכן הקשר המקורי בין גודל הקלט n לבין סך עלות החיפושים הוא  *, כמו שצפינו.*

*מצורף בסוף השאלה פלט התוכנית ב R כולל הגרפים עם ובלי הטרנספורמציה הנ"ל.*

***ד.***

*בעת הכנסת איבר* i *לעץ, מס' ההחלפות שנגזרות מהכנסתו נקבע ע"H כמות האיברים הגדולים ממנו שכבר נמצאים בעץ (כך אנו מוודאים שאנחנו לא סופרים אף החלפה פעמיים). מכאן, שה של כל איבר שווה לדירוג שלו ביחס לאיברים שהוכנסו עד אליו, כלומר שאם יש לו החלפות, אזי הוא האיבר ה . בהינתן שאנו מכניסים מצביע למקסימום ומבצעים את פעולות החיפוש לפני הכנסה מהמקסימום, אנו מבינים שפעולת החיפוש היא בעצם פעולת* select(tree, *, שראינו בכיתה שסיבוכיותה היא .  
מכאן, עבור* n *הכנסות ע"פ התנאים שהוגדרו יהיו שוות בסיבוכיותן ל*n *פעולות* select *כפי שתואר.  
נסכום פעולות אלו לקבלת: וזהו החסם העליון הנדרש.  
נפרט את החישובים:*

* *המקדם המקסימלי מבין כל פעולות ה* select.
* *סכום לוגים=לוג מכפלות.*
* *העלאה בחזקה והוצאת שורש מנטרלנות אחת את השנייה. בוצעו על מנת להשתמש באי שיוויון הממוצעים.*
* *הפיכת חזקת* n *למקדם* n *ע"פ חוקי לוג.*
* *מעבר אחרון אי שיוויון הממוצעים.*

AVLTree project – Q1.c

input <- c(2000,4000,8000,16000,32000)  
numOfOps <- c(36885,81765,179525,391045,846085)  
numOfOpsWithTransformation <- c(36885/log2(2000),81765/log2(4000),179525/log2(8000),391045/log2(16000),846085/log2(32000))  
noTransformation <- lm(numOfOps~input)  
withTransformation <- lm(numOfOpsWithTransformation~input)  
#summary(noTransformation)  
#summary(withTransformation)  
plot(input,numOfOps, main="no transformation")  
abline(noTransformation)

![Chart
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plot(input,numOfOpsWithTransformation, main="with transformation")  
abline(withTransformation)

![Chart

Description automatically generated](data:image/png;base64,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)

summary(noTransformation)$r.squared

## [1] 0.9989568

summary(withTransformation)$r.squared

## [1] 0.9999858

**שאלה 2**

**א.**

|  |  |  |  |  |
| --- | --- | --- | --- | --- |
| מס' סידורי i | עלות join ממוצע עבור split אקראי | עלות join מקסימלי עבור split אקראי | עלות join ממוצע עבור split של האיבר המקסימלי בתת העץ השמאלי | עלות join מקסימלי עבור split של האיבר המקסימלי בתת העץ השמאלי |
| 1 |  |  |  | 13=12-0+1 |
| 2 |  |  |  | 14=13-0+1 |
| 3 |  |  |  | 15=14-0+1 |
| 4 |  |  |  | 16=15-0+1 |
| 5 |  |  |  | 17=16-0+1 |
| 6 |  |  |  | 18=17-0+1 |
| 7 |  |  |  | 19=18-0+1 |
| 8 |  |  |  | 20=19-0+1 |
| 9 |  |  |  | 21=20-0+1 |
| 10 |  |  |  | 22=21-0+1 |

הסבר לטבלה:

\*\*\* בסוגריים מופיעים ערכי ממוצע לאחר כ-20 הרצות.  
מה שלא בסוגריים התקבל לאחר הרצה בודדת.

**עלות join ממוצע עבור split אקראי -**  
כתבנו תוכנית אשר מייצרת עץ אקראי ומפצלת אותו ע"פ צומת אקראי, והדפסנו את עלויות פעולות הjoin כולל הממוצע והמקסימום.

**עלות join מקסימלי עבור split אקראי -**   
נשים לב כי באופן תיאורטי נוכל לקבל גם את המספרים שהתקבלו בעמודה הכי שמאלית. מדובר בjoin המקסימלי שיתכן במצב בו מבצעים את הsplit על המפתח המקסימלי בתת העץ השמאלי של השורש.  
בפועל ברוב המוחלט של המקרים יתקבלו ערכים נמוכים בהרבה.

**עלות join ממוצע עבור split של האיבר המקסימלי בתת העץ השמאלי -**כתבנו תוכנית אשר מייצרת עץ אקראי ומפצלת אותו ע"פ הנדרש, והדפסנו את עלויות פעולות הjoin כולל הממוצע והמקסימום.

**עלות join מקסימלי עבור split של האיבר המקסימלי בתת העץ השמאלי -** .  
ראו פירוט תשובה לסעיף ג'.  
\* במידה ואנו מתייחסים לחיבור בין תת עץ רגיל לתת עץ ריק כך שדרגתו של תת העץ הריק היא 1- כפי שהונחנו לעשות, יש להוסיף 1+ לכל העמודה הנ"ל.

**ב.**

**עלות join ממוצע עבור split של האיבר המקסימלי בתת העץ השמאלי -**עבור כל פעולות הjoin למעט האחרונה אנו נחבר בין עצים שהפרשי הגבהים שלהם הם בין 0 עד 2, היות ואנחנו מתחילים מחיבור עץ ריק לעת בגובה לכל היותר 2. ומכיוון שתת העץ השמאלי (אשר בתוכו מתבצעים כל החיבורים הראשונים) אנחנו לא נקבל 2 כל הזמן, אלא נקבל תוצאות של 1 ו2 בהתפלגות קרובה לנורמלית. כלומר, עלות פעולה ממוצעת היא בערך 1.5. פעולת החיבור האחרונה תהיה בין עץ בגובה 0 לעץ בגובה log(n)-1 וכשנסכום את כל הפעולות האלה ונחלק בlog(n) (+-1 עקב כך ששתי הרמות האחרונות לא בהכרח מלאות) פעולות join , נקבל ערך שהוא כפי שנראה למטה וזה אכן תואם את התוצאות שהתקבלו בממוצע לאחר הרצות רבות, ודומה להרצה הבודדת שתיעדנו.

**עלות join ממוצע עבור split אקראי -**בעבור פיצול מצומת אקראי, רוב פעולות החיבור יתבצעו בין עצים שהפרש הגבהים ביניהם הוא 1-2, למעט במקרים בהם ביצענו מספר פניות רצופות ימינה או שמאלה כדי להגיע לצומת בעת החיפוש. לסכום הזה יתווספו עלות הפעולות היקרות אשר תלויות בגובה הצומת בו התחלנו את הפיצולים. ככל שצומת זה נמוך יותר, פעולות אלה יצטברו לסכום גבוה יותר אך לא גבוה יותר מlogn וברוב המקרים לפחות ממנו (שכן רק חצי מהצמתים בערך הם בתחתית העץ, כלומר רק עבורם נצבור פעולות יקרות בעלות logn ועבור שאר הצמתים אם נתחיל בהם נצבור פחות). מכאן שיש לנו שוב סכימה של 1.5 בערך כפול מספר פעולות החיבור ועוד סכום פעולות יקרות בעלות של log של העומק בו התחלנו. מכאן אנו צופים לקבל ערכים נמוכים יותר מהתרחיש הקיצוני שכן עלותו המצטברת מתרחשת רק בחצי מהצמתים ובשאר המקרים נקבל סכום קטן יותר ככל שהצומת ממוקם גבוה יותר בעץ. בניסוי קיבלנו ערכים מתאימים לכך שקרובים יותר ל2.5 מאשר בניסוי הקיצוני. אנו מעריכים שזה קשור לעומק בו נמצא הצומת איתו התחלנו ובסכום עלויות הפעולות היקרות שנגזרה מכך.

**ג.**

**עלות join מקסימלי עבור split של האיבר המקסימלי בתת העץ השמאלי -** .  
עץ בעל n איברים בו הרמה הלפני אחרונה לא מלאה יכול תיאורטית להיות בעל גובה (ייתכן וזה יהיה ממש log(n) ), אנו מחסרים ממנו 0 היות וגובה העץ הנמוך שאנו מחברים לתת העץ הימני הוא תמיד 0 כי הוא עץ ריק, ולכך אנו מוסיפים 1 ע"פ נוסחת הפרש הגבהים +1.  
\* במידה ואנו מתייחסים לחיבור בין תת עץ רגיל לתת עץ ריק כך שדרגתו של תת העץ הריק היא 1- כפי שהונחנו לעשות, יש להוסיף 1+ לכל העמודה הנ"ל.

**ד.**

במבט על עץ AVL ניתן לראות כי רק2 מתוךn צמתים יביאו לערך הקיצוני ביותר (קיצוני ימין בתת עץ שמאל וקיצוני שמאל בתת עץ ימין). 2 בחזקת 2 צמתים מהרמה התחתונה ועוד 2 צמתים מהרמה הלפני תחתונה יביאו לערך הקיצוני פחות אחד. 2 בחזקת שלוש צמתים ברמה התחתונה ועוד 2 בחזקת 2 צמתים מהרמה הלפני תחתונה ועוד 2 צמתים מהרמה השניים לפני תחתונה יביאו לערך הקיצוני פחות שתיים וכן הלאה. זאת על פי ההיגיון של לקחת קיצוניים נגדיים לתתי עצים בגובה מסוים.  
על פי חישוב זה, אנו מבינים שהסיכוי לקבל את הערך הקיצוני הוא 2\n והסיכוי לקבל את הערך הבא אחריו הוא 6\n והסיכוי לקבל את הערך הקיצוני הבא אחריו הוא 10/n וכן הלאה. כלומר כמות העלים שעבורם נקבל עלות max-i או גבוה ממנו שווה ל2 בחזקת i+1 . כדי לקבל ערך גבוה מ1 max-(max-1)=1 יש לנו רק 2 בחזקת logn-1 צמתים אשר יאפשרו לנו את זה. כלומר רק חצי מהצמתים יאפשרו עלות מקסימלית מעל 2(הפרש רמות +1), ורק רבע יאפשרו עלות מקסימלית מעל 3 ורק שמינית יאפשרו עלות מעל 4.

מכיוון שחצי מהצמתים שמאפשרים עלות שתיים הם צמתים שמאפשרים עלות 3 ומתוכם חצי הם צמתים שמאפשרים 4 וכן הלאה בהתאם להסבר הנ"ל. אנו נקבל את הטור

כלומר, מכיוון שטור זה מתכנס ניתן לראות שאין תלות בגודל הקלט n ולכן נגיד שהחסם שלנו הוא O(1).